**Delegates in C#**

**Delegates in C# with Examples**

In this article, I am going to discuss the **Delegates in C#** with Examples. Please read our previous article where we discussed [**Exception Handling**](https://dotnettutorials.net/lesson/exception-handling-csharp/) in Details. As part of this article, we are going to discuss the following important pointers in detail.

1. **What are delegates in C#?**
2. **How many ways we can call a method in C#?**
3. **How to invoke methods using delegates in C#?**
4. **Examples of using Delegates.**
5. **Rules of using Delegates in C#.**
6. **What are the types of delegates?**

**What are delegates in C#?**

In simple words, we can say that the delegates in C# are the **Type-Safe Function Pointer.**It means they hold the reference of a method or function and then calls that method for execution.

**How many ways we can call a method in C#?**

In C#, we can call a method that is defined in a class in two ways. They are as follows:

1. We can call the method using the object of the class if it is a non-static method or we can call the method through class name if it is a static method.
2. We can also call a method in C# by using delegates. Calling a C# method using delegate will be faster in execution as compared to the first process i.e. either by using an object or by using the class name.

**Invoking Method using Object and Class Name:**

In the below example, we are invoking the method by using the object of the class for the non-static method and using the class name for the static method.

**namespace** *DelegateDemo*

**{**

**public** **class** Program

**{**

//NonStatic method

**public** **void** Add**(int** x, **int** y**)**

**{**

Console.WriteLine**(**@"The Sum of {0} and {1}, is {2} ", x, y, **(**x + y**))**;

**}**

//Static Method

**public** **static** string Greetings**(**string name**)**

**{**

**return** "Hello @" + name;

**}**

**static** **void** Main**(**string**[]** args**)**

**{**

Program obj = new Program**()**;

//calling non static method through object

obj.Add**(**100, 100**)**;

//Calling static method with class name

string GreetingsMessage = Program.Greetings**(**"Pranaya"**)**;

Console.WriteLine**(**GreetingsMessage**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**
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In the above example, we are calling the methods using the object and the class name. Now let’s see how to call a method using delegates in C#.

**How to invoke methods using delegates in C#?**

If you want to invoke or call a method using delegates then you need to follow three simple steps.  The steps are as follows.

1. **Defining a delegate**
2. **Instantiating a delegate**
3. **Invoking a delegate**

**Step1: Define a Delegate in C#**

The syntax to declare a delegate in C# is very much similar to the function declaration. In delegate, we need to use the keyword delegate. The syntax for defining a delegate:  
**<Access Modifier> delegate <return type> <delegate name> (arguments list);**  
Example: If you have a method like below.

**public** **void** Add**(int** x, **int** y**)**

**{**

Console.WriteLine**(**@"The Sum of {0} and {1}, is {2} ", x, y, **(**x + y**))**;

**}**

Then you have to define a delegate like below.  
**public delegate void AddDelegate(int a, int b);**

**Example:**If you have a method like below

**public** **static** string Greetings**(**string name**)**

**{**

**return** "Hello @" + name;

**}**

Then you need to define a delegate like below.  
**public delegate string GreetingsDelegate(string name);**

**Note:** The point that you need to remember while working with C# Delegates is, the signature of the delegate and the method it points should be the same. So, when you create a delegate, then the **access modifier**, **return type**, **number of arguments,** and their **data types** of the delegates must and should be the same as the **access modifier, return type, number of arguments,** and **the data types** of the function that the delegate wants to refer. You can define the delegates either within a class or just like other types we defined under a namespace.

**Step2: Instantiating the Delegate in C#.**

Once we declare the delegate, then we need to consume the delegate. To consume the delegate, first, we need to create an object of the delegate and while creating the object the method you want to execute using the delegate should be passed as a parameter. The syntax to create an instance of a delegate is given below.  
**DelegateName ObjectName = new DelegateName (target function-name);**

**Example:**  
**AddDelegate ad = new AddDelegate(obj.Add);**  
**GreetingsDelegate gd = new GreetingsDelegate(Program.Greetings);**

While binding the method with delegate, if the method is non-static refer to it as the object of the class and if it is static refer to it with the name of the class.

**Step3: Invoking the Delegate in C#.**

Once we create an instance of a delegate, then we need to call the delegate by providing the required values to the parameters so that the methods get executed internally which is bound with the delegates. For example:  
**ad(100, 50);**  
**ad.Invoke(200, 300);**  
**string GreetingsMessage = gd(“Priyanka”);**  
**string GreetingsMessage = gd.Invoke(“Anurag”);**  
At this point, the function that is referred to by the delegate will be called for execution.

**Complete Example for a Better Understanding.**

Please have a look at the below code. In the below example, first, we declare two delegates. Then within the program class, we define two methods whose signature is the same as the delegate signature. Then we create instances of the delegates and while creating the instance we are providing the function name as a parameter to the delegate constructor. It is this function that will execute when we invoke the delegate. Once we create the instance then we call the delegate by providing the required parameter. We can also invoke a delegate by using the Invoke method. The following code is self-explained, please go through the comment lines.

**namespace** *DelegateDemo*

**{**

//Defining Delegates

//Note: The access specifeis, return type and the number, order and type of parameters of delegate

//should be same as the function it refers to.

**public** **delegate** **void** AddDelegate**(int** a, **int** b**)**;

**public** **delegate** string GreetingsDelegate**(**string name**)**;

**public** **class** Program

**{**

//Defining Methods

//NonStatic method

**public** **void** Add**(int** x, **int** y**)**

**{**

Console.WriteLine**(**@"The Sum of {0} and {1}, is {2} ", x, y, **(**x + y**))**;

**}**

//Static Method

**public** **static** string Greetings**(**string name**)**

**{**

**return** "Hello @" + name;

**}**

**static** **void** Main**(**string**[]** args**)**

**{**

Program obj = new Program**()**;

//Instantiating delegate by passing the target function Name

//The Add method is non static so here we are calling method using object

AddDelegate ad = new AddDelegate**(**obj.Add**)**;

//Greetings method is static so here we are callling the method by using the class name

GreetingsDelegate gd = new GreetingsDelegate**(**Program.Greetings**)**;

//Invoking The Delegates

ad**(**100, 50**)**;

string GreetingsMessage = gd**(**"Pranaya"**)**;

//We can also use Invoke method to execute delegates

// ad.Invoke(100, 50);

// string GreetingsMessage = gd.Invoke("Pranaya");

Console.WriteLine**(**GreetingsMessage**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

When you run the application, it will give you the following output.
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**Rules of using Delegates in C#:**

1. A delegate in C# is a user-defined type and hence before invoking a method using a delegate, we must have to define that delegate first.
2. The **signature**of the delegate **must match** the signature of the **method**, the delegate points to otherwise we will get a compiler error. This is the reason why delegates are called type-safe function pointers.
3. A Delegate is similar to a class. This means we can create an instance of a delegate and when we do so, we need to pass the method name as a parameter to the delegate constructor, and it is the function the delegate will point to
4. **Tip to remember delegate syntax:**Delegates syntax looks very much similar to a method with a delegate keyword.

**What are the Types of Delegates in C#?**

The Delegates in C# are classified into two types such as

1. **Single Cast Delegate**
2. **Multicast Delegate**

If a delegate is used for invoking a single method then it is called a single cast delegate or unicast delegate. In other words, we can say that the delegates that represent only a single function are known as single cast delegates.

If a delegate is used for invoking multiple methods then it is known as the multicast delegate. Or the delegates that represent more than one function are called Multicast delegates.

The example that we discussed in this article is of type Single Cast Delegate because the delegate points to a single function. In the next article, I am going to discuss the [**Multicast Delegate in C#**](https://dotnettutorials.net/lesson/multicast-delegate-csharp/) with examples. Here, in this article, I try to explain **Delegates in C#**with examples. I hope you understood the need and use of delegates in C#.

**Multicast Delegates in C#**

**Multicast Delegates in C# with Examples**

In this article, I am going to discuss the **Multicast Delegates in C#** with Examples. Please read our previous article where we discussed [**Single Cast Delegates in C#**](https://dotnettutorials.net/lesson/delegates-csharp/)with examples. As part of this article, we are going to discuss the following pointers in detail.

1. **What is Multicast Delegate in C#?**
2. **How to create Multicast Delegates in C#?**
3. **Different ways to create Multicast Delegates.**
4. **Multicast Delegate with Return Type in C#.**
5. **Multicast Delegate with Output Parameter in C#.**

**What is Multicast Delegate in C#?**

A Multicast Delegate in C# is a delegate that holds the references of more than one function. When we invoke the multicast delegate, then all the functions which are referenced by the delegate are going to be invoked. If you want to call multiple methods using a delegate then all the method signatures should be the same.

**Example: Multicast Delegate in C#**

Let us see an example for understanding the Multicast Delegate in C#. Please have a look at the following example which is without using delegates. In the below example, we created two methods, and then from the main method, we are creating the instance of the class and then invoke the two methods.

**namespace** *MulticastDelegateDemo*

**{**

**public** **class** Rectangle

**{**

**public** **void** GetArea**(double** Width, **double** Height**)**

**{**

Console.WriteLine**(**@"Area is {0}", **(**Width \* Height**))**;

**}**

**public** **void** GetPerimeter**(double** Width, **double** Height**)**

**{**

Console.WriteLine**(**@"Perimeter is {0}", **(**2 \* **(**Width + Height**)))**;

**}**

**static** **void** Main**(**string**[]** args**)**

**{**

Rectangle rect = new Rectangle**()**;

rect.GetArea**(**23.45, 67.89**)**;

rect.GetPerimeter**(**23.45, 67.89**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**
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In the above example, we created an instance of the **Rectangle** class and then called the two methods. Now I want to create a single delegate that is going to invoke the above two methods (i.e. **GetArea** and **GetPerimeter**). The two methods having the same signature with the different method names, so we can create a single delegate that holds the reference of the above two methods. And when we invoke the delegate, it is going to invoke the above two methods. And when we do so, then it is called a **Multicast Delegate**.

**Example: Multicast Delegate in C#.**

In the below example, we have created one delegate whose signature is the same as the two methods i.e. GetArea and GetPerimeter. Then we created the instance of delegate and bind the two methods using the += operator. Similarly, you can use the -= operator to remove a function from the delegate. Once we bind the two methods with the delegate instance and then when we call the delegate, both methods are going to be executed.

**namespace** *MulticastDelegateDemo*

**{**

**public** **delegate** **void** RectangleDelete**(double** Width, **double** Height**)**;

**public** **class** Rectangle

**{**

**public** **void** GetArea**(double** Width, **double** Height**)**

**{**

Console.WriteLine**(**@"Area is {0}", **(**Width \* Height**))**;

**}**

**public** **void** GetPerimeter**(double** Width, **double** Height**)**

**{**

Console.WriteLine**(**@"Perimeter is {0}", **(**2 \* **(**Width + Height**)))**;

**}**

**static** **void** Main**(**string**[]** args**)**

**{**

Rectangle rect = new Rectangle**()**;

RectangleDelete rectDelegate = new RectangleDelete**(**rect.GetArea**)**;

//RectangleDelete rectDelegate = rect.GetArea;

//binding a method with delegate object

// In this example rectDelegate is a multicast delegate. You use += operator

// to chain delegates together and -= operator to remove.

rectDelegate += rect.GetPerimeter;

rectDelegate**(**23.45, 67.89**)**;

Console.WriteLine**()**;

rectDelegate.Invoke**(**13.45, 76.89**)**;

Console.WriteLine**()**;

//Removing a method from delegate object

rectDelegate -= rect.GetPerimeter;

rectDelegate.Invoke**(**13.45, 76.89**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![How to create Multicast Delegates in C#?](data:image/png;base64,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)

**Another approach to Create Multicast Delegates in C#.**

Here in the below example, I am going to show you the use of both static and non-static methods along with different ways to create and invoke multicast delegates. Please have a look at the below example. Here, we created one delegate which takes two integer parameters and returns nothing. Then within the program class, we define four methods and all these four methods take two integer parameters and return nothing i.e. void. Then we created four instances of the delegate and bind the four methods. Finally, we create the fifth delegate instance and to this instance, we are binding all the four delegate instances using the + operator. Now, the fifth delegate becomes a multicast delegate. And when we invoke the fifth delegate instance then all the four methods are going to be executed. If you want to remove one method binding, then simply you need to use the -= operator and specify the delegate instance which you want to remove.

**namespace** *MulticastDelegateDemo*

**{**

**public** **delegate** **void** MathDelegate**(int** No1, **int** No2**)**;

**public** **class** Program

**{**

**public** **static** **void** Add**(int** x, **int** y**)**

**{**

Console.WriteLine**(**"THE SUM IS : " + **(**x + y**))**;

**}**

**public** **static** **void** Sub**(int** x, **int** y**)**

**{**

Console.WriteLine**(**"THE SUB IS : " + **(**x - y**))**;

**}**

**public** **void** Mul**(int** x, **int** y**)**

**{**

Console.WriteLine**(**"THE MUL IS : " + **(**x \* y**))**;

**}**

**public** **void** Div**(int** x, **int** y**)**

**{**

Console.WriteLine**(**"THE DIV IS : " + **(**x / y**))**;

**}**

**static** **void** Main**(**string**[]** args**)**

**{**

Program p = new Program**()**;

MathDelegate del1 = new MathDelegate**(**Add**)**;

MathDelegate del2 = new MathDelegate**(**Program.Sub**)**;

MathDelegate del3 = p.Mul;

MathDelegate del4 = new MathDelegate**(**p.Div**)**; ;

//In this example del5 is a multicast delegate. We can use +(plus)

// operator to chain delegates together and -(minus) operator to remove.

MathDelegate del5 = del1 + del2 + del3 + del4;

del5.Invoke**(**20, 5**)**;

Console.WriteLine**()**;

del5 -= del2;

del5**(**22, 7**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Different ways to create Multicast Delegates.](data:image/png;base64,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)

**Multicast Delegates with Return Type in C#:**

A multicast delegate invokes the methods in the same order in which they are added. If the delegate has a return type other than void and if the delegate is a multicast delegate, then only the value of the last invoked method will be returned. Along the same lines, if the delegate has an out parameter, the value of the output parameter will be the value assigned by the last invoked method.

**Example: Multicast Delegates with Return Type in C#**

Let’s understand Multicast Delegates with Return Type in C# with an example. Please have a look at the below example. Here, we created one delegate which does not take any parameter but its return type is int. Then we created two static methods and the first static method returns 1 and the second static method returns 2. Then we created the delegate instance and first bind Method one and second bind method two. And when we invoke the delegate, the first MethodOne is executed and then MethodOne is executed and it returns 2 as the last invoked method is MethodTwo which returns 2.

**namespace** *MulticastDelegateDemo*

**{**

// Deletegate's return type is int

**public** **delegate** **int** SampleDelegate**()**;

**public** **class** Program

**{**

**static** **void** Main**()**

**{**

SampleDelegate del = new SampleDelegate**(**MethodOne**)**;

del += MethodTwo;

// The ValueReturnedByDelegate will be 2, returned by the MethodTwo(),

// as it is the last method in the invocation list.

**int** ValueReturnedByDelegate = del**()**;

Console.WriteLine**(**"Returned Value = {0}", ValueReturnedByDelegate**)**;

Console.ReadKey**()**;

**}**

// This method returns one

**public** **static** **int** MethodOne**()**

**{**

**return** 1;

**}**

// This method returns two

**public** **static** **int** MethodTwo**()**

**{**

**return** 2;

**}**

**}**

**}**

**Output:**

![Multicast Delegate with Return Type in C#.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAL8AAAAdCAMAAADM4E3RAAAAV1BMVEWqrrIYg9f///8AAABMicDAiUwATInAwMCqrrGlbCsAK2ylwMCJTAAAAEyJwMArbKXAwIlMAAAAACtspcDApWwrAAArAEyprbHAwKVsKwClwKUrACtsTGyQ50JxAAABpElEQVR42u2WbW+DMAyE6UjjsdEGWrq12/7/75xfhA4G1JqYpiLlPlRReuc8GEeiKHZPW1axff5yy8r8S8r8/8kf9uU9RSKC4w9VPO/KQKxqtP3yWi9nHP7D0dapaUvodP49v5LVPn934QbVa/mxbloAO/xeUQPz+fumrefXI63ECv5JzufHmCZSNa2GrQ3d25Go5nJVIuouMOvCVhigfnyS/gMOFER8Hf+78afrjUs2rRyO5g34BT7JE9GePdXAHDkqntEAWTSyj81TfsQdSdzl115L8cr6Nstf8+7H7XTuLrIDsyxG/GqWChitKT/OQqNJpTEocHf8/kfSTpFonl9Pwg7MbAU/BsjQArHAPxP37pWA+fxl0NfZP7vPDzP4odB9mo9T6P8k7isZvs8fqZLiU379mfLLAgP6c5Lj9UsK2C74URDxu/MTyVw+v851IguDx27sHD/MHD8ccZDFif1WNBD4UVDjjoDv89sFTTqu9gKIEbQpVZrjh1k8NXuGCqgicfPS9YaCOAty3sg8/8a/3zL/gjJ/5n98Zf4lZf7M//j6Brt7VhgXiNaSAAAAAElFTkSuQmCC)

**Multicast Delegates with out parameter in C#.**

Now we will see an example of Multicast delegate in C# with out parameter. Please have a look at the below example. Here, we created one delegate which takes one out parameter and returns nothing i.e. void. Then we created two static methods and both the static methods take one out parameter. The first static method assigning 1 value to the out parameter and the second static assigns value 2 to the out parameter. Then we created the delegate instance and first bind MethodOne and second bind MethodTwo. And when we invoke the delegate, first MethodOne is executed and then MethodOne is executed and it returns 2 as the last invoked method is MethodTwo which assigns value 2 to the out parameter.

**namespace** *MulticastDelegateDemo*

**{**

// Deletegate has an int output parameter

**public** **delegate** **void** SampleDelegate**(**out **int** Integer**)**;

**public** **class** Program

**{**

**static** **void** Main**()**

**{**

SampleDelegate del = new SampleDelegate**(**MethodOne**)**;

del += MethodTwo;

// The ValueFromOutPutParameter will be 2, initialized by MethodTwo(),

// as it is the last method in the invocation list.

**int** ValueFromOutPutParameter = -1;

del**(**out ValueFromOutPutParameter**)**;

Console.WriteLine**(**"Returned Value = {0}", ValueFromOutPutParameter**)**;

Console.ReadKey**()**;

**}**

// This method sets ouput parameter Number to 1

**public** **static** **void** MethodOne**(**out **int** Number**)**

**{**

Number = 1;

**}**

// This method sets ouput parameter Number to 2

**public** **static** **void** MethodTwo**(**out **int** Number**)**

**{**

Number = 2;

**}**

**}**

**}**

**Output:**

![Multicast Delegate with Output Parameter in C#.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAL8AAAAdCAMAAADM4E3RAAAAV1BMVEWqrrIYg9f///8AAABMicDAiUwATInAwMCqrrGlbCsAK2ylwMCJTAAAAEyJwMArbKXAwIlMAAAAACtspcDApWwrAAArAEyprbHAwKVsKwClwKUrACtsTGyQ50JxAAABpElEQVR42u2WbW+DMAyE6UjjsdEGWrq12/7/75xfhA4G1JqYpiLlPlRReuc8GEeiKHZPW1axff5yy8r8S8r8/8kf9uU9RSKC4w9VPO/KQKxqtP3yWi9nHP7D0dapaUvodP49v5LVPn934QbVa/mxbloAO/xeUQPz+fumrefXI63ECv5JzufHmCZSNa2GrQ3d25Go5nJVIuouMOvCVhigfnyS/gMOFER8Hf+78afrjUs2rRyO5g34BT7JE9GePdXAHDkqntEAWTSyj81TfsQdSdzl115L8cr6Nstf8+7H7XTuLrIDsyxG/GqWChitKT/OQqNJpTEocHf8/kfSTpFonl9Pwg7MbAU/BsjQArHAPxP37pWA+fxl0NfZP7vPDzP4odB9mo9T6P8k7isZvs8fqZLiU379mfLLAgP6c5Lj9UsK2C74URDxu/MTyVw+v851IguDx27sHD/MHD8ccZDFif1WNBD4UVDjjoDv89sFTTqu9gKIEbQpVZrjh1k8NXuGCqgicfPS9YaCOAty3sg8/8a/3zL/gjJ/5n98Zf4lZf7M//j6Brt7VhgXiNaSAAAAAElFTkSuQmCC)

**Delegates Real-time Example in C#**

**Delegates Real-time Example in C#**

In this article, I am going to discuss the **Delegate’s Real-time Example in C#**. The delegates are one of the most important concepts that you need to understand as a C# developer. In many interviews, most of the interviewers ask to explain the usage of delegates in the real-time project that you have worked on.  Please read the following two articles before proceeding to this article, where we discussed the basics of delegate and multicast delegates in C# with examples.

1. [**Single Cast Delegates in C#**](https://dotnettutorials.net/lesson/delegates-csharp/) – Here we discussed the basics of Delegates in C# with examples.
2. [**Multicast Delegate in C#**](https://dotnettutorials.net/lesson/multicast-delegate-csharp/)– Here we discussed the Multicast Delegates in C# with examples.

The Delegates in C# are extensively used by framework developers.  Let us understand delegates in C# with one real-time example. Let say we have a class called Employee as shown below.

**Employee.cs**

**namespace** *DelegateRealtimeExample*

**{**

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** string Gender **{** **get**; **set**; **}**

**public** **int** Experience **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**}**

**}**

The above **Employee** class has the following properties.

1. **Id**
2. **Name**
3. **Gender**
4. **Experience**
5. **Salary**

Now I want to write a method in the Employee class which can be used to promote the employees. The method that we are going to write will take a list of Employee objects as a parameter and then should print the names of all the employees who are eligible for a promotion.

But the logic based on which the employee gets promoted should not be hardcoded. At times we may promote employees based on their experience and at times we may promote them based on their salary or maybe some other condition. So, the logic to promote employees should not be hard-coded within the method.

**To achieve this we can make use of delegates. So now I would design my class as shown below.**

**namespace** *DelegateRealtimeExample*

**{**

**public** **delegate** **bool** EligibleToPromotion**(**Employee EmployeeToPromotion**)**;

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** string Gender **{** **get**; **set**; **}**

**public** **int** Experience **{** **get**; **set**; **}**

**public** **int** Salary **{** **get**; **set**; **}**

**public** **static** **void** PromoteEmployee**(**List**<**Employee**>** lstEmployees, EligibleToPromotion IsEmployeeEligible**)**

**{**

**foreach** **(**Employee employee in lstEmployees**)**

**{**

**if** **(**IsEmployeeEligible**(**employee**))**

**{**

Console.WriteLine**(**"Employee {0} Promoted", employee.Name**)**;

**}**

**}**

**}**

**}**

**}**

In the above example, we created a delegate called **EligibleToPromotion**. This delegate takes the Employee object as a parameter and returns a boolean. In the Employee class, we have a **PromoteEmpoloyee** method. This method takes a list of Employees and a Delegate of the type EligibleToPromotion as parameters.

The method then loops thru each employee’s object and passes it to the delegate. If the delegate returns true, then the Employee is promoted, else not promoted. So within the method, we have not hardcoded any logic on how we want to promote employees.

Now the client who uses the Employee class has the flexibility of determining the logic on how they want to promote their employees. First create the employee objects – emp1, emp2, and emp3. Populate the properties for the respective objects. Then create an employee List to hold all the 3 employees as shown below.

**namespace** *DelegateRealtimeExample*

**{**

**public** **class** Program

**{**

**static** **void** Main**()**

**{**

Employee emp1 = new Employee**()**

**{**

ID = 101,

Name = "Pranaya",

Gender = "Male",

Experience = 5,

Salary = 10000

**}**;

Employee emp2 = new Employee**()**

**{**

ID = 102,

Name = "Priyanka",

Gender = "Female",

Experience = 10,

Salary = 20000

**}**;

Employee emp3 = new Employee**()**

**{**

ID = 103,

Name = "Anurag",

Experience = 15,

Salary = 30000

**}**;

List**<**Employee**>** lstEmployess = new List**<**Employee**>()**;

lstEmployess.Add**(**emp1**)**;

lstEmployess.Add**(**emp2**)**;

lstEmployess.Add**(**emp3**)**;

EligibleToPromotion eligibleTopromote = new EligibleToPromotion**(**Program.Promote**)**;

Employee.PromoteEmployee**(**lstEmployess, eligibleTopromote**)**;

Console.ReadKey**()**;

**}**

**public** **static** **bool** Promote**(**Employee employee**)**

**{**

**if** **(**employee.Salary **>** 10000**)**

**{**

**return** **true**;

**}**

**else**

**{**

**return** **false**;

**}**

**}**

**}**

**}**

Notice the Promote method that we have created. This method has the logic of how we want to promote our employees. The method is then passed as a parameter to the delegate. Also, note this method has the same signature as that of the EligibleToPromotion delegate. This is very important because the Promote method cannot be passed as a parameter to the delegate if the signature differs. This is the reason why delegates are called type-safe function pointers.

**Output:**

![Delegates Real-time example in C#](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAP8AAAAvCAMAAAAb6OzXAAAAYFBMVEX///8AAAAATInAwMDAiUwrbKXApWwrAABMicAAACtspcClbCsAK2ylwMCJTADAwIlMAADAwKVsKwArTIkrK2wrAEyJwMClwKWlpYlMK2wAAExMAEyJwImJbGxsKysrACspIcp0AAADL0lEQVR42u1YAZLaMAxsYswFDDmgV2iv7fX/v6yEWalBQwwZ1INJdgbGkS15N8gZsl/GjmrcmPSPG5P+HtQhhFl1D8RinTh/qRzRmP2hvw6MC7svlkX9NiXY2xZDGqLfFixjtW5v0/+6wcWd9M+YhMkbrB8Fn0l/Fbe7u+lHQV/99fxrmL+tXzeLZYo4ENAfuQNBgnbQZ0MeGLo1razn3/Yh6FpNl4KyF+unGV4QiwWxRjkrw3AERboMQ1k/VTp8/7FuF0sixJuq/khr3vcz+iS+l0S1PkUw6NLNGTVx5QGC/6anfEV75aqsP/c4pnoKgo9yloj+/spwuys//7hWu1qn9z3pJ4JnvNv8CzB3vqJ4ypxkcH5cU8UVaXTYSR2ka0/yXjxg/W8sX6d6Cgof4SwR6O8wLPd/TqZUKqT9pr2HvuVPvrGnNpNB93HNRKWy1EE68wmEWY5n/WhRTPUUFD7CWSLQrwzp+n76+bpJ6AiCDOwj0+pHOtHhqaajn45yqnTKFLxVP4gN06/9jxK8kL9+/togjgVX60c6n0uj/yWGFlO9+pWPcJYIJpHFBRN/3aIf503P7bHlU26rY+TIFYNr9SM9H/smdPVzpMVUr37wUc4SgVQQyw8dsO77/ye19LzFwNju8plMuSxfYm6GQT9d1NH01ZrqxXP9tHOLqb6C4KP6EUFtXghirKeNF/UrdD+f/+lIfyTcpB+PnmFA+kPhNv1NGMgf6Y8mf3r/r8aNSf+4Mem/CLxBPyGa61h7+H+MiHID4Of2Wbj4X5z0+7CrBgJu3xPrXx0+lqkaAle3z8LF/8uvspSOOvqSYww8uB1wx13dPgsX/491s0kl3p7qVwMPJl++oCDg6PZZuPh/rJ21qben+tURZGCKawCObp+Fg/+Hm9Gghbr6sQ4mn/n9Hd0+Cyf/7+R29OhXky9CLeDn9lk4+H9YTAcAstHkor/j/0E74Of2WTj4f6BNh/8P9OdzGaDf+H8KV7fPwsP/YwJ53Yfo54opqn71/067u7h9Zfj6f2WgzbiJPwOu/l8Z0I+e+u9w9//KqHHCPgPT+/+kvxo3Jv3jxqR/3PgLpUx+lV4fk2QAAAAASUVORK5CYII=)

So if we did not have the concept of delegates it would not have been possible to pass a function as a parameter. As Promote method in the Employee class makes use of delegate, it is possible to dynamically decide the logic on how we want to promote employees.

In C# 3.0 Lambda expressions are introduced. So you can make use of lambda expressions instead of creating a function and then an instance of a delegate and then passing the function as a parameter to the delegate. The sample example rewritten using the Lambda expression is shown below. The Private Promote method is no longer required now.

**namespace** *DelegateRealtimeExample*

**{**

**public** **class** Program

**{**

**static** **void** Main**()**

**{**

Employee emp1 = new Employee**()**

**{**

ID = 101,

Name = "Pranaya",

Gender = "Male",

Experience = 5,

Salary = 10000

**}**;

Employee emp2 = new Employee**()**

**{**

ID = 102,

Name = "Priyanka",

Gender = "Female",

Experience = 10,

Salary = 20000

**}**;

Employee emp3 = new Employee**()**

**{**

ID = 103,

Name = "Anurag",

Experience = 15,

Salary = 30000

**}**;

List**<**Employee**>** lstEmployess = new List**<**Employee**>()**;

lstEmployess.Add**(**emp1**)**;

lstEmployess.Add**(**emp2**)**;

lstEmployess.Add**(**emp3**)**;

Employee.PromoteEmployee**(**lstEmployess, x =**>** x.Experience **>** 5**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Delegates Real-time example in C#](data:image/png;base64,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)

**Anonymous Method in C#**

**Anonymous Method in C# with examples**

In this article, I am going to discuss the **Anonymous Method in C#** with Examples. Please read our previous article where we discussed one [**real-time example of the delegate**](https://dotnettutorials.net/lesson/delegates-real-time-example-csharp/). As part of this article, we are going to discuss the following concepts of Anonymous methods in detail.

1. **What is Anonymous Method in C#?**
2. **Why do we need Anonymous Methods in C#?**
3. **Examples of the Anonymous Method.**
4. **What are the Advantages of Using Anonymous Methods in C#?**
5. **Examples of Anonymous methods accessing variables defined in an outer function.**
6. **What are the Limitations of Anonymous Methods in C#?**
7. **Anonymous Methods Real-time Examples in C#**

**What is Anonymous Method in C#?**

As the name suggests, an anonymous method in C# is a method without having a name. The Anonymous methods in C# can be defined using the keyword delegate and can be assigned to a variable of the delegate type.

**Why do we need Anonymous Methods in C#?**

In our [**Delegates in C#**](https://dotnettutorials.net/lesson/delegates-csharp/) article, we discussed how to bind a delegate with a method. To bind a delegate with a method, first, we need to create an instance of a delegate and when we create the instance of a delegate, we need to pass the method name as a parameter to the delegate constructor, and it is the function the delegate will point to.

**Below is an example to understand Delegate in C#.**

**namespace** *DelegateDemo*

**{**

**public** **class** AnonymousMethods

**{**

**public** **delegate** string GreetingsDelegate**(**string name**)**;

**public** **static** string Greetings**(**string name**)**

**{**

**return** "Hello @" + name + " Welcome to Dotnet Tutorials";

**}**

**static** **void** Main**(**string**[]** args**)**

**{**

GreetingsDelegate gd = new GreetingsDelegate**(**AnonymousMethods.Greetings**)**;

string GreetingsMessage = gd.Invoke**(**"Pranaya"**)**;

Console.WriteLine**(**GreetingsMessage**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Anonymous Method in C#](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAbQAAAAmCAMAAACbM56IAAAAe1BMVEUYg9f///8AAAAATInAwMDAiUxMicDAwIlMAAArbKUAK2ylwMCJTADAwKVsKwAAACtspcDApWwrAAClbCulwKUAAEyJwKUrACsrAEyJwMArTIkrK2xsbEylpYlMK2xspaVsKytMiaVsbIlspYlMAEyJwIlsTGyliUyJTEyIdUp7AAADgklEQVR42u2ZjVYTMRCFazcJDV1ot0urKCoKqO//hM4O8G3Yqda2WzSe3HOk68xNZibfacrPZPKmKDdNJtOi3FSgZagCLUMVaBlqK7TKOef7h18oOHc2m55KVM9W0flTjKPQzud1t+PFZRpeLH3/gIwjns0WSzdKM6FZ6Ys3RfaVDrQ9IZ0y5w6zTUX3qHbXcvw4GecvQ4vNqsu2ajifH91NfA1oNUe5HzRCV5fWg6z+MWjrjfqjfzRElu8voGm59rTQ9Hb4r6Bx61poUVO9qmYVJVI1b8WgyyX07tq5GnNHQJ6aFRFlq5MSQXqWCm1bG0HvNVZVzXvXfJjLEsyDS0xSpoTUHVTHTKtsSGoAja6C31aLQ+j7imacio2Ph1bJRutrvw1afEqh0MoAAWhdvuqa1Yd2KuZW1jqvD0S6f/rxRQRJcXn3Lpa1aaMzyorFTd9GJciuPn6a92bDBrOF1pLCnLQ6TCELzdbiELAxKREWHQXNdbqQA2sfyxtoUnRwhcrhBi8LFJoehKRdnVwgwYupWekDEeWlmxFJoFWulZxtgxuNNqSUlEzNFhrmQUIOkBRmWmXDvaCxIYeAjUmJqG+s63F9rfQMNMqIE2ifb5fd7B00J9ItOLrgRJ7hiOgW6iOSnseXr162tG0AlzbkQb6mZgsNs32nkSJPq2y4FzQ25BCwMSkReXHiHwsaTe6Ett4INBkhepx9v6F7CAk0IhoKLZ4X0G7v7h/uN7aNvhkLDfOfQ6tc/Vto+EeBxqREwDYKNLa00DoPVIAWL26XtYWmd3sKjYia7h9meF5A+/Z9Gn5saGM4d9oG0DBbaJgHidCsSBloDL4Lmn6xtQw0JiVCchRo0+hqC41j00/TPl9H54PzUwtNPx/6VPBEdAZ9IYIk0UoHsodtQ38MXNz0bQDt2Yw4JswDmkEGJYWZVtmQlIH2/DsFv6WWgcakRFRqHgWaNJx+uysRHvRiTsuEp/8YaHo44o0JNCL8RJdEmEIS53PZw7YhSX2lDaBh7qV7C3zML+L6bT0pzLTKhqQsNBmM5ge1OASaZ9LBqR7M7IhfGFcy/EGKsrDI6PTQuNfvZnsu03d0kdFrQFNqB7zHgyvMjlX5e1qeKtAyVIGWoQq0DFWgZagCLUMVaBmqQMtQBVqGKtAyVIGWoQq0DFWgZagCLUMVaBmqQMtQBVqGKtAy1E9zX7wynH6dygAAAABJRU5ErkJggg==)

In the above example,

1. We create one delegate (GreetingsDelegate)
2. Then we instantiate the delegate, while we are instantiating the delegate, we are passing the Method name as a parameter to the constructor of the delegate
3. Finally, we invoke the delegate

As of now, this is the approach we are following to bind a method to a delegate and execute. An anonymous method is also related to a delegate. Without binding a named block (function) to a delegate, we can also bind a code block to a delegate means an unnamed code blocked to a delegate which is nothing but an anonymous method in C#.

**Let’s see an example for a better understanding of the Anonymous Methods in C#.**

**namespace** *DelegateDemo*

**{**

**public** **class** AnonymousMethods

**{**

**public** **delegate** string GreetingsDelegate**(**string name**)**;

**static** **void** Main**(**string**[]** args**)**

**{**

GreetingsDelegate gd = **delegate(**string name**)**

**{**

**return** "Hello @" + name + " Welcome to Dotnet Tutorials";

**}**;

string GreetingsMessage = gd.Invoke**(**"Pranaya"**)**;

Console.WriteLine**(**GreetingsMessage**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Anonymous Method in C#](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAbQAAAAmCAMAAACbM56IAAAAe1BMVEUYg9f///8AAAAATInAwMDAiUxMicDAwIlMAAArbKUAK2ylwMCJTADAwKVsKwAAACtspcDApWwrAAClbCulwKUAAEyJwKUrACsrAEyJwMArTIkrK2xsbEylpYlMK2xspaVsKytMiaVsbIlspYlMAEyJwIlsTGyliUyJTEyIdUp7AAADgklEQVR42u2ZjVYTMRCFazcJDV1ot0urKCoKqO//hM4O8G3Yqda2WzSe3HOk68xNZibfacrPZPKmKDdNJtOi3FSgZagCLUMVaBlqK7TKOef7h18oOHc2m55KVM9W0flTjKPQzud1t+PFZRpeLH3/gIwjns0WSzdKM6FZ6Ys3RfaVDrQ9IZ0y5w6zTUX3qHbXcvw4GecvQ4vNqsu2ajifH91NfA1oNUe5HzRCV5fWg6z+MWjrjfqjfzRElu8voGm59rTQ9Hb4r6Bx61poUVO9qmYVJVI1b8WgyyX07tq5GnNHQJ6aFRFlq5MSQXqWCm1bG0HvNVZVzXvXfJjLEsyDS0xSpoTUHVTHTKtsSGoAja6C31aLQ+j7imacio2Ph1bJRutrvw1afEqh0MoAAWhdvuqa1Yd2KuZW1jqvD0S6f/rxRQRJcXn3Lpa1aaMzyorFTd9GJciuPn6a92bDBrOF1pLCnLQ6TCELzdbiELAxKREWHQXNdbqQA2sfyxtoUnRwhcrhBi8LFJoehKRdnVwgwYupWekDEeWlmxFJoFWulZxtgxuNNqSUlEzNFhrmQUIOkBRmWmXDvaCxIYeAjUmJqG+s63F9rfQMNMqIE2ifb5fd7B00J9ItOLrgRJ7hiOgW6iOSnseXr162tG0AlzbkQb6mZgsNs32nkSJPq2y4FzQ25BCwMSkReXHiHwsaTe6Ett4INBkhepx9v6F7CAk0IhoKLZ4X0G7v7h/uN7aNvhkLDfOfQ6tc/Vto+EeBxqREwDYKNLa00DoPVIAWL26XtYWmd3sKjYia7h9meF5A+/Z9Gn5saGM4d9oG0DBbaJgHidCsSBloDL4Lmn6xtQw0JiVCchRo0+hqC41j00/TPl9H54PzUwtNPx/6VPBEdAZ9IYIk0UoHsodtQ38MXNz0bQDt2Yw4JswDmkEGJYWZVtmQlIH2/DsFv6WWgcakRFRqHgWaNJx+uysRHvRiTsuEp/8YaHo44o0JNCL8RJdEmEIS53PZw7YhSX2lDaBh7qV7C3zML+L6bT0pzLTKhqQsNBmM5ge1OASaZ9LBqR7M7IhfGFcy/EGKsrDI6PTQuNfvZnsu03d0kdFrQFNqB7zHgyvMjlX5e1qeKtAyVIGWoQq0DFWgZagCLUMVaBmqQMtQBVqGKtAyVIGWoQq0DFWgZagCLUMVaBmqQMtQBVqGKtAy1E9zX7wynH6dygAAAABJRU5ErkJggg==)

In the above example, the following code is an example of an Anonymous method.

![Anonymous Method in C#](data:image/png;base64,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)

The above code is without a name and it contains only the body and the method is defined using the delegate keyword. We don’t require writing any access modifiers like public, private, and protected, etc. We also don’t require writing any return type like a void, int, double, etc.

**What are the Advantages of Using Anonymous Methods in C#?**

Lesser typing word. Generally, anonymous methods are suggested when the code volume is very less.

**Examples of Anonymous methods accessing variables defined in an outer function.**

Let’s see an example for a better understanding.

**namespace** *DelegateDemo*

**{**

**public** **class** AnonymousMethods

**{**

**public** **delegate** string GreetingsDelegate**(**string name**)**;

**static** **void** Main**(**string**[]** args**)**

**{**

string Message = "Welcome to Dotnet Tutorials";

GreetingsDelegate gd = **delegate(**string name**)**

**{**

**return** "Hello @" + name + " " + Message;

**}**;

string GreetingsMessage = gd.Invoke**(**"Pranaya"**)**;

Console.WriteLine**(**GreetingsMessage**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**
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**What are the Limitations of Anonymous Methods in C#?**

1. An anonymous method in C# cannot contain any jump statement like goto, break or continue.
2. It cannot access the ref or out parameter of an outer method.
3. The Anonymous methods cannot have or access the unsafe code.

**Points to Remember while working with the Anonymous Methods in C#:**

1. The anonymous methods can be defined using the delegate keyword
2. An anonymous method must be assigned to a delegate type.
3. This method can access outer variables or functions.
4. An anonymous method can be passed as a parameter.
5. This method can be used as event handler.

**Anonymous Method Real-Time Example in C#**

As the name suggests, an anonymous method is a method without having a name. Anonymous methods in C# can be defined using the keyword delegate and can be assigned to a variable of the delegate type. In simple terms, an anonymous method is a method without a name.

**Let’s understand how a method can exist without a name in C# with one example.**

**Step1:**

Create a class Employee and copy and paste the below code
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**Step2:**

In our [**Generic Delegates in C#**](https://dotnettutorials.net/lesson/generic-delegates-csharp/) article, we already discussed that Predicate is a generic delegate that accepts a single input parameter of any type and returns a Boolean value that is mandatory and fixed. Following is the signature of the Predicate Generic Delegate.
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As shown in the image above, the Predicate Generic delegate takes an input parameter of type T (in T) and returns a Boolean value. Now, we need to create a method whose signature must match with the signature of Predicate<Employee> delegate
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As shown in the above image, the GetEmployee method takes one input parameter of type Employee and returns a Boolean value. So the above method signature matches the signature of the Predicate generic delegate.

The method logic is very simple. It checks the ID value of the employee which is passed as a parameter to this function, if the ID value is 103, then it returns true else it returns false.

**Step3:**

In this step, we are going to create an instance of the Predicate Generic Delegate. While we are creating the instance, we need to pass the GetEmployee method as a parameter to the constructor of Predicate as shown in the image below.
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**Step4:**

Now we need to create a collection of Type Employee to hold a list of Employees as shown in the below image.
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**Step5:**

In this step, we need to pass the delegate instance to the Find method of the List collection class as shown in the image below
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**We are done. The complete code is shown below**

**namespace** *AnonymousMethodRealTimeExample*

**{**

**public** **class** Program

**{**

**public** **static** **void** Main**()**

**{**

//Step4

//Create a collection of List of Employees

List**<**Employee**>** listEmployees = new List**<**Employee**>()**

**{**

new Employee**{** ID = 101, Name = "Pranaya", Gender = "Male", Salary = 100000**}**,

new Employee**{** ID = 102, Name = "Priyanka", Gender = "Female", Salary = 200000**}**,

new Employee**{** ID = 103, Name = "Anurag", Gender = "Male", Salary = 300000**}**,

new Employee**{** ID = 104, Name = "Preety", Gender = "Female", Salary = 400000**}**,

new Employee**{** ID = 104, Name = "Sambit", Gender = "Male", Salary = 500000**}**,

**}**;

// Step 3:

// Create an instance of Predicate<Employee> delegate and pass

// the method name as an argument to the delegate constructor

Predicate**<**Employee**>** employeePredicate = new Predicate**<**Employee**>(**GetEmployee**)**;

// Step 5:

// Now pass the delegate instance as the

// argument to the Find() method of List collection

Employee employee =

listEmployees.Find**(**x =**>** employeePredicate**(**x**))**;

Console.WriteLine**(**@"ID : {0}, Name : {1}, Gender : {2}, Salary : {3}",

employee.ID, employee.Name, employee.Gender, employee.Salary**)**;

Console.ReadKey**()**;

**}**

// Step 2:

// Create a method whose signature matches with the

// signature of Predicate<Employee> generic delegate

**private** **static** **bool** GetEmployee**(**Employee Emp**)**

**{**

**return** Emp.ID == 103;

**}**

**}**

// Step1

// Create a class called Employee with

// ID, Name, Gender and Salary Properties

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** string Gender **{** **get**; **set**; **}**

**public** **double** Salary **{** **get**; **set**; **}**

**}**

**}**

**OUTPUT:**

![Anonymous Method Real-Time Example in C#](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAf4AAAArCAMAAACuNRo/AAAAgVBMVEUAAABMicDAiUwATInAwMAAK2ylwMDAwKVsKwArbKWlbCsAAEyJwMDAwIlMAADApWwrAAAAACtspcCJTAClwKWlbEylpaWJbGxMiYmJwKWlpWxsKytsicCJTCtspaUrTIkrK2wrAExMiaWlpYlMK2yJwIkrACuJiYlsbIlMAEyliUzEZizyAAAEC0lEQVR42u2YjVIaMRSF9w8li7LAqrTYam3F2r7/A/bePfQsTNwkDjsUp/eMAzHJ/cn9SLKQmUwmk8lkMv1XyovsWJVVVRVjWJ1eeaUqssmFvF1Os4hcVTD3Gu8DVrOr67mMB1zGYzWL7HgtV5JjOxZ+KZRmlcNjHyPqxaFiIat0sfJkkdjwNbmZdqtqNcU6svTbVQFvrfyzm+w8xMB/Vwfxx7GtJbPjRFyf5uPhv5zK4t6LP9dCuHY8/Kw8WcQbEfyZkx07rNnnKTLGay51Bej2TfzrzeII/JLX/aoeYe8jy9F2f9l8abPydpWIn9XAUkbDz8qTRUojhJ+vlKtqP2NM09iKlkZ+al8fpsDvcMuVzWPVfLvo7gT0BGO5ZiF/ErEWe21gDZ2jpyuc5/DMO8wvcZ8cg9IheqqCQ/QcSExXUWTf9ZPJ6AQJP2+DYrdv5Q6jY1PHWWAKWaQ0ovjrBPwKVaaukR8/Vd4nsyy6mWWNT38p8G9+PItVeT1HQQKxhJKmJu9Voeb7+LsaXc/pGf9Ipy8ePwxKhxgThxyi5yD+p+3z5kWyY3SCpB9frkIivhV7GB3DKGuABaaQRUojgh+BAyJ+sepMyuFHv3a2naP6wCZ85OMl/UI2eNEwLVBvFmp+gL/FuIpD6tWXRnGaI4PSofawgZn0PCQcSj9rmMCcZQmsSwuM08mzYg+jK1ZcqcNi5ckipRHd/Yn4XyUyTIaMNP28xQbDGSttMZF+eXBSBfGjiry3DvHTEp6JbujpSEMzKP1IMmhwiJ7D+DtCBaOzLIF1YZLw96zYw3UBRiQVVp4soo04fr+EA3c/v9QNnP7AP9k8ypy8A3mAv037uoZdO4ifnjNXiXynWBHwM6iPn0OJ+LFbGZ0+Y+tSC8+Kq2B0DOThjcjKk0VKI4Qf7qL48YpCRPAvH1617ih3jx/mYfEyOsCPF5RJRzk0VHedA/wMSofiHOPoeS9+Rj8sS+RE863Yw+ja+rWdp+Eni5RGED++nMYf/bCnAKg/MnJOJv7M3WndJWy+f/hnDhaDsQhCbF/+0sK9vX9I0jPr7qWh2eEhj0GJX4s3uxJzDDFqIDEY4o3R6ZN+/DQmv3dntW/V9/TRkVaQBStPFvFG5Fe/ZhEIycn4rQGHbd7fdQ6NPfz4soGHHrePP3MIGqoycnGX96S1XMEPy0TPmg4cMg2qXxmCEj8ctmLOoVT8yI/RHcvi/DRIalcxz4o9jM5HlggLhACL1Mb4Im8QO7WwrXhfpKdxztVwZ7GIVPHkO7WInzsmnsYHqIZeVh9Kk4t/mXGJc1TTOIvCHZdGXp3FIkwmk8lkMplMJpPJZDKZTCaTyWQymUwmk8lkMplMJpPJZDKZTCaTyWQynVR/AFWdSoRuMYb/AAAAAElFTkSuQmCC)

**Use the anonymous method.**

As of now what we did?

1. We create a method whose signature matches with the Predicate Generic Delegate
2. Then we create an instance of the Predicate Generic Delegate
3. Then we pass that Predicate Instance as an argument to the Find method of the List collection class

Using an anonymous method, we can safely avoid the above three steps. We can pass an anonymous method as an argument to the Find() method as shown in the image below.

![Anonymous Method Real-Time Example in C#](data:image/png;base64,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)

**The complete code is given below.**

**namespace** *AnonymousMethodRealTimeExample*

**{**

**public** **class** Program

**{**

**public** **static** **void** Main**()**

**{**

//Step2

//Create a collection of List of Employees

List**<**Employee**>** listEmployees = new List**<**Employee**>()**

**{**

new Employee**{** ID = 101, Name = "Pranaya", Gender = "Male", Salary = 100000**}**,

new Employee**{** ID = 102, Name = "Priyanka", Gender = "Female", Salary = 200000**}**,

new Employee**{** ID = 103, Name = "Anurag", Gender = "Male", Salary = 300000**}**,

new Employee**{** ID = 104, Name = "Preety", Gender = "Female", Salary = 400000**}**,

new Employee**{** ID = 104, Name = "Sambit", Gender = "Male", Salary = 500000**}**,

**}**;

//Step3

// An anonymous method is being passed as an argument to

// the Find() method of List Collection.

Employee employee = listEmployees.Find**(**

**delegate** **(**Employee x**)**

**{**

**return** x.ID == 103;

**}**

**)**;

Console.WriteLine**(**@"ID : {0}, Name : {1}, Gender : {2}, Salary : {3}",

employee.ID, employee.Name, employee.Gender, employee.Salary**)**;

Console.ReadKey**()**;

**}**

**}**

// Step1

// Create a class called Employee with

// ID, Name, Gender and Salary Properties

**public** **class** Employee

**{**

**public** **int** ID **{** **get**; **set**; **}**

**public** string Name **{** **get**; **set**; **}**

**public** string Gender **{** **get**; **set**; **}**

**public** **double** Salary **{** **get**; **set**; **}**

**}**

**}**

**OUTPUT:**

![Anonymous Method Real-Time Example in C#](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAgAAAAAmCAMAAACFzNPKAAAAkFBMVEWqrrIYg9f///8AAABMicDAiUwATInAwMCqrrEAK2ylwMDAwKVsKwArbKWlbCsAAEyJwMDAwIlMAADApWwrAAAAACtspcCJTAClwKWlbEylpaWJbGxMiYmJwKWlpWxsKytsicCJTCtspaUrTIkrK2wrAExMiaWprbGlpYlMK2yJwIkrACuJiYlsbIlMAEyliUw8r771AAAEV0lEQVR42u2ZCVPbMBCFQ32kgcgxuczRQgulLdDj//+76nnDC6psSSQGMiO96QRheQ/tfpYcOhodfUiKWKMEQNzSAGRJESsBELkSAJErARC5EgBaeZHtq3I8Hhc7Wr2rRh+PsnwMFdnkWP84mfpMFHLeZF/hZ6/VrD6d63mHS3+sxTLbX6u1zrHpntsBgMkxssrF4zaG14uSirmswsXKsxdhAxsArOhs2q6rQZKVZ/HnyBn+Gv3L5mYleVgAXFQEYLfGXSKzvcSGfZoPB4Be0qx+KQA5CqGa4QBg5dkL/8ALQKbw1PZq9nkqOctnrisrrW46Abi8Wu4OAPK6XlcDPP+bLIcCoFx8abLyfB0IAKvBpQwDACvPXoQM3ADwk7J2BIST2xAdzaWRndzXm6kAoHDIoHS348W3YzDG888RSy2W+p+OWGl7DGQVraO7Grs6PWNLhkwPZnIMSoe4gkucomdHYlhFkX0Hm4zOVtJPRzV42bZSZnQ82N5ecHHsRcjgfwB+2ABUAQCgrfrWS5iQrA46y6K9s6zkCSh1+89+3murUkOAkjhioU9IDUd4AfPnALRVOp3Ts/yiL9riFsSgdIg5OOTU1rMTgLuH+6vHdcXoLEvnuuhFErGteIXRZRpl9QCAW9iLkIEXAIR2igBoq9ak7H8JbGYPc9Y/L9AhDZi+jt56jhtJS/q+WMLcAKCReYhT8GoLURRyZFA6xBUOCBE9U/bG9KsSEzFnWZzrwls2pi0ryFwXGsuDtUesPHsRMgjdAfwA/AZTMOk1wgJyhN7sz9gNkAPAqMeQEwCpI88vEwBaimc2r+89CaEZlH50MjLgFD27AWh7VDA6y0I/fbUDAZYVrzA6MvOlwsqzF95BCAB2EXveAfgVr/cMAACTq1t9T9620gCgCfvyBsYdANBze4p2pi4rQmgGtQHgVCAA8sQyOn361gULy4qrYHSZyN2PIivPXoQMfADAoRcAfqIUbgBWN5o8HIomADD3iUeSCQA+WKhZzanuyvOeUkAyAIBzmefUiwBgdLMsnl3NtuIVRsfoz8M8DAD2ImTgAyAHI/6XQHmupEXbbSPnzQQgUxeovA6c8wjAdSUWvbHYCm37+NQvOb+fb5X0zMpbaSA7ed1jUAKA8s1qOMQUo7oTg6H8YHT6pB87jcnfzY5tW22vbKMjLWcarDx7ETSwATD/EghEXEHlZlBSbrbcfHvmKQxMAOSrB1xXigC0YEhQV50lF3VyzX6t1uKHhaJnpCMOmQb1tDIGXRkOG23OqXAAkB+jK5ZF9aWBDKVilhWvMDpfXRxpsPLsRdDABmA4zWry85biaygQ3zONw6mGev1FDAoA97+3FgHgU7NPGgdTDRxZr60BAeCfyN9Npeym+6ZxINXIsZTXFwBI/x0ctRIAkSsBELkSAJErARC5EgCRKwEQuRIAkSsBELkSAJErARC5EgCRKwEQuRIAkSsBELkSAJErARC5/gHgmDNfmUKunQAAAABJRU5ErkJggg==)

**Find Method:**

In the above two examples, the **Find**() method of the generic List collection class expects a delegate to be passed as an argument. If you want to look at the signature of the Find method, then right-click on the **Find()**method and select **“Go To Definition”**from the context menu. Then you will see the following method.

**public T Find(Predicate<T> match);**

**Lambda Expressions in C#**

**Lambda Expressions in C# with real-time Examples**

In this article, I am going to discuss the **Lambda Expressions in C#** with examples. Please read our previous article before proceeding to this article where we discussed the [**Anonymous Methods in C#**](https://dotnettutorials.net/lesson/anonymous-method-c-sharp/) with examples. As part of this article, we are going to discuss the following pointers in detail.

1. **What are Lambda Expressions in C#?**
2. **Why do we need Lambda Expressions?**
3. **How to create Lambda Expression in C#?**
4. **Examples of using Lambda Expression.**

**What are Lambda Expressions in C#?**

The **Lambda Expression in C#** is the shorthand for writing the anonymous function. So we can say that the Lambda Expression in C# is nothing but to simplify the anonymous function in C#. Let’s understand this with an example.

**namespace** *LambdaExpressionDemo*

**{**

**public** **class** LambdaExpression

**{**

**public** **delegate** string GreetingsDelegate**(**string name**)**;

**static** **void** Main**(**string**[]** args**)**

**{**

GreetingsDelegate obj = new GreetingsDelegate**(**LambdaExpression.Greetings**)**;

string GreetingsMessage = obj.Invoke**(**"Pranaya"**)**;

Console.WriteLine**(**GreetingsMessage**)**;

Console.ReadKey**()**;

**}**

**public** **static** string Greetings**(**string name**)**

**{**

**return** "Hello @" + name + " welcome to Dotnet Tutorials";

**}**

**}**

**}**

**OUTPUT:**

![What are Lambda Expressions in C#?](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAZgAAAAfCAMAAADtJyuzAAAAeFBMVEUYg9cAAAAATInAwMDAiUxMicDAwIlMAAArbKUAK2ylwMCJTADAwKVsKwAAACtspcDApWwrAAClbCulwKUAAEyJwKUrACsrAEyJwMArTIkrK2xsbEylpYlMK2xspaVsKytMiaVsbIlspYlMAEyJwIlsTGyliUyJTExFQd3jAAADbklEQVR42u2ZD3PaMAzFS2wXl/AnpLCxdRtb6bbv/w2nPE4SRgySlnLunXXXYqRn+1m/SyDt3d2oRI5xV8DkGQVMplHAZBonwVTOOa+D/0Rw7n58bT/WxoeN6PxrjwMwD5O6mzWdHabnC68DCaOI9+P5wl2lf6FZ4sVbGwMDBzpdIKfTWT+xLUW3j7bPdOhb07MbgInNsqu2EDxM3kwm3gJMjXYNBqOpx5nVnIvbg1mtoY9+L4iY/lYwIP2+YHCVfzgwche0YCJKGlWzjJSpmk8kwHRKfd44V7MYXaZRs5QM+OE0ZkH0C1NO2gi4B8msqvnimq8TmqLi9IZDJRYnXUx2V/GB1eqodARGXAV/Yi9tgvqK5jgVJvUHU5F4tfGnwEQucYSWTAYGg3rVGcKgHZG4pbnOY8AZ/ODjRDIStDldhfNFbWx0Qpoxf1IbFWF5/PZ9omLTfxFbMC2XJHdo9bh0BozdS5rAMj07Z2TSZTDAPqWmtPstDBhaWK4qTtfB0wSAwWE7TzVbh28SNUsMOAMmWIwzCZjKtVQzNvjNgQ3airZMxAaMiJMCmiQlzqlVWXAIGN2LmyAyPSlnoBt0K1ttQMiCQTUlPf+xXXTn68A4Ciwh7QmOwssBJIMloONMcuafvzwtaWwIQLVBA/qdiA0YEdsrRkqcU6u84DAwuqA2ATLtBmfw4qDvD4aNXAazWhMYshm9KNVT6AZBwWgGqdCKJgGzfd697NbWhpqxYETcFwwu7LNgWH8VMHpSyQia3mBkmgUDDW8qYOJ0u6gNGNxrEzCSgWj3MmZNCub3n1H4u2Yb5myHNgQMiy0YFScF3E2lZMBg0AcMftm9DBg5KWe02BvMKLrazNPW4BNM63V0Pjg/smBwv9ZS8JKBT7xIRoIKLTmgNawNPCbNn9SGgGGxhLRCxSmYMJ1JScRqlReUkgXDz9X+xF4GjJw0pQFxbzBk6vCrImVkMApHj7yB31gweMJuo4LRjDzxaEadTmeUpTWsDSrilW0oGBFrYG0CzOI0j6/EXFKxWOUFtWTB0MFg3uylTVDzetK0qxe4DP8jpj7HvP5BsgTi+mDkPvs8HjgNV2aJdwMDMrgeh0VwhUufKP+PyTcKmEyjgMk0CphMo4DJNAqYTKOAyTQKmEyjgMk0CphMo4DJNAqYTOMf4I5uCmLjaGwAAAAASUVORK5CYII=)

In the above example, we use a [**delegate**](https://dotnettutorials.net/lesson/delegates-csharp/)to bind a function. Let’s convert the above example to use an [**anonymous**](https://dotnettutorials.net/lesson/anonymous-method-c-sharp/)function.

**namespace** *LambdaExpressionDemo*

**{**

**public** **class** LambdaExpression

**{**

**public** **delegate** string GreetingsDelegate**(**string name**)**;

**static** **void** Main**(**string**[]** args**)**

**{**

GreetingsDelegate obj = **delegate** **(**string name**)**

**{**

**return** "Hello @" + name + " welcome to Dotnet Tutorials";

**}**;

string GreetingsMessage = obj.Invoke**(**"Pranaya"**)**;

Console.WriteLine**(**GreetingsMessage**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**OUTPUT:**

![Why do we need Lambda Expressions?](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAZgAAAAfCAMAAADtJyuzAAAAeFBMVEUYg9cAAAAATInAwMDAiUxMicDAwIlMAAArbKUAK2ylwMCJTADAwKVsKwAAACtspcDApWwrAAClbCulwKUAAEyJwKUrACsrAEyJwMArTIkrK2xsbEylpYlMK2xspaVsKytMiaVsbIlspYlMAEyJwIlsTGyliUyJTExFQd3jAAADbklEQVR42u2ZD3PaMAzFS2wXl/AnpLCxdRtb6bbv/w2nPE4SRgySlnLunXXXYqRn+1m/SyDt3d2oRI5xV8DkGQVMplHAZBonwVTOOa+D/0Rw7n58bT/WxoeN6PxrjwMwD5O6mzWdHabnC68DCaOI9+P5wl2lf6FZ4sVbGwMDBzpdIKfTWT+xLUW3j7bPdOhb07MbgInNsqu2EDxM3kwm3gJMjXYNBqOpx5nVnIvbg1mtoY9+L4iY/lYwIP2+YHCVfzgwche0YCJKGlWzjJSpmk8kwHRKfd44V7MYXaZRs5QM+OE0ZkH0C1NO2gi4B8msqvnimq8TmqLi9IZDJRYnXUx2V/GB1eqodARGXAV/Yi9tgvqK5jgVJvUHU5F4tfGnwEQucYSWTAYGg3rVGcKgHZG4pbnOY8AZ/ODjRDIStDldhfNFbWx0Qpoxf1IbFWF5/PZ9omLTfxFbMC2XJHdo9bh0BozdS5rAMj07Z2TSZTDAPqWmtPstDBhaWK4qTtfB0wSAwWE7TzVbh28SNUsMOAMmWIwzCZjKtVQzNvjNgQ3airZMxAaMiJMCmiQlzqlVWXAIGN2LmyAyPSlnoBt0K1ttQMiCQTUlPf+xXXTn68A4Ciwh7QmOwssBJIMloONMcuafvzwtaWwIQLVBA/qdiA0YEdsrRkqcU6u84DAwuqA2ATLtBmfw4qDvD4aNXAazWhMYshm9KNVT6AZBwWgGqdCKJgGzfd697NbWhpqxYETcFwwu7LNgWH8VMHpSyQia3mBkmgUDDW8qYOJ0u6gNGNxrEzCSgWj3MmZNCub3n1H4u2Yb5myHNgQMiy0YFScF3E2lZMBg0AcMftm9DBg5KWe02BvMKLrazNPW4BNM63V0Pjg/smBwv9ZS8JKBT7xIRoIKLTmgNawNPCbNn9SGgGGxhLRCxSmYMJ1JScRqlReUkgXDz9X+xF4GjJw0pQFxbzBk6vCrImVkMApHj7yB31gweMJuo4LRjDzxaEadTmeUpTWsDSrilW0oGBFrYG0CzOI0j6/EXFKxWOUFtWTB0MFg3uylTVDzetK0qxe4DP8jpj7HvP5BsgTi+mDkPvs8HjgNV2aJdwMDMrgeh0VwhUufKP+PyTcKmEyjgMk0CphMo4DJNAqYTKOAyTQKmEyjgMk0CphMo4DJNAqYTOMf4I5uCmLjaGwAAAAASUVORK5CYII=)

**Questions: Two things come to our minds.**

As the Anonymous method is used for lesser writing, then why we used the delegate keyword. As the delegate knows about the return type and parameter type it accepts, then why we explicitly specifying the parameter type the delegate accepts.
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We can overcome this by using Lambda Expressions which is introduced in C#3.

**How to create Lambda Expression in C#?**

To create a lambda expression in C#, we need to specify the input parameters (if any) on the left side of the lambda operator **=>**, and we need to put the expression or statement block on the other side.

**Let us rewrite the same example by using Lambda Expression in C#.**

**namespace** *LambdaExpressionDemo*

**{**

**public** **class** LambdaExpression

**{**

**public** **delegate** string GreetingsDelegate**(**string name**)**;

**static** **void** Main**(**string**[]** args**)**

**{**

GreetingsDelegate obj = **(**name**)** =**>**

**{**

**return** "Hello @" + name + " welcome to Dotnet Tutorials";

**}**;

string GreetingsMessage = obj.Invoke**(**"Pranaya"**)**;

Console.WriteLine**(**GreetingsMessage**)**;

Console.ReadKey**()**;

**}**

**public** **static** string Greetings**(**string name**)**

**{**

**return** "Hello @" + name + " welcome to Dotnet Tutorials";

**}**

**}**

**}**

**OUTPUT:**
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**Generic Delegates in C#**

**Generic Delegates in C# with Real-Time Examples**

In this article, I am going to discuss the **Generic Delegates in C#** with examples. Please read the [**Delegates in C#**](https://dotnettutorials.net/lesson/delegates-csharp/) article before proceeding to this article. As part of this article, we are going to discuss the following pointers in detail.

1. **What are Generic Delegates in C#?**
2. **Types of Generic Delegates in C#.**
3. **Why do we need the Generic Delegates?**
4. **Func Generic Delegate in C#?**
5. **Action Generic Delegate in C#?**
6. **Predicate Generic Delegate in C#?**
7. **Examples to understand Generic Delegates in C#.**

**What are Generic Delegates in C#?**

The Generic Delegates in C# were introduced as part of **.NET Framework 3.5** which doesn’t require defining the delegate instance in order to invoke the methods. To understand the Generic Delegates in C# you should have the basic knowledge of [**Delegates**](https://dotnettutorials.net/lesson/delegates-csharp/).

**Types of Generic Delegates in C#**

C# provides three built-in generic delegates, they are

1. **Func**
2. **Action**
3. **Predicate**

**Why do we need the Generic Delegates in C#?**

Let us understand the need for Generic Delegates with an example. In order to understand this, let us first understand how we use delegates to invoke methods.

**Example:**

Let us say we have the following three methods and we want to invoke these methods using delegates.
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As you can see the **AddNumber1** method takes three parameters and returns a value of double type. Similarly, the **AddNumber2** method takes three parameters but it does not return any value. The third method i.e. the **CheckLength** method takes one string parameter and returns a Boolean value.

If we want to invoke the above three methods using delegates then we need to create three delegates whose signature should match with the above three methods as shown in the below image.
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As you can see in the above image, we create three delegates. Let’s invoke the methods using the respective delegate instance as shown in the below image.
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**Following is the complete example code.**

**namespace** *GenericDelegateDemo*

**{**

**public** **class** GenericDelegates

**{**

**public** **delegate** **double** AddNumber1Delegate**(int** no1, **float** no2, **double** no3**)**;

**public** **delegate** **void** AddNumber2Delegate**(int** no1, **float** no2, **double** no3**)**;

**public** **delegate** **bool** CheckLengthDelegate**(**string name**)**;

**static** **void** Main**(**string**[]** args**)**

**{**

AddNumber1Delegate obj1 = new AddNumber1Delegate**(**AddNumber1**)**;

**double** Result = obj1.Invoke**(**100, 125.45f, 456.789**)**;

Console.WriteLine**(**Result**)**;

AddNumber2Delegate obj2 = new AddNumber2Delegate**(**AddNumber2**)**;

obj2.Invoke**(**50, 255.45f, 123.456**)**;

CheckLengthDelegate obj3 = new CheckLengthDelegate**(**CheckLength**)**;

**bool** Status = obj3.Invoke**(**"Pranaya"**)**;

Console.WriteLine**(**Status**)**;

Console.ReadKey**()**;

**}**

**public** **static** **double** AddNumber1**(int** no1, **float** no2, **double** no3**)**

**{**

**return** no1+ no2 + no3;

**}**

**public** **static** **void** AddNumber2**(int** no1, **float** no2, **double** no3**)**

**{**

Console.WriteLine**(** no1 + no2 + no3**)**;

**}**

**public** **static** **bool** CheckLength**(**string name**)**

**{**

**if** **(**name.Length **>** 5**)**

**return** **true**;

**return** **false**;

**}**

**}**

**}**

**Output:**

![Why do we need the Generic Delegates?](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALQAAABGCAMAAABSSU4SAAAAhFBMVEW1uL2ws7eprbEYg9f///8AAAAATInAwMCJTAArbKXApWwrAABMicDAwKVsKwDAwIlMAAAAAEyJwMDAiUwAACtspcBMTImlbCsAK2ylwMClwKWJTExMbKVMAEy1uLyws7aprbC0t7yvsraprLCJbGxsbIkrAEy0t7uprK+ztruusbaoq6/WZVhmAAADI0lEQVR42u2Y2XLbMAxF3SbabHlVWyXdm+7t//9fIcDQccSJrT6EI3mIhwi+oIhjmpZ5s1i8eHlzO7NYJOjbBH0eOptZJOgsS9DXCZ0XRVHKtZLrciVJrQLhig1dbzIGS2IlEiZEEWm7C1pQQhkJXcs92lSu+0MjQtPNxAQDpeqoGSxJLkqfMCFK9uq1kIUtKKGMgs6thdzcHMl5RaBI15LB8sJKfeIToujIN6IGLSihjIKuW1/O5Ur/XIK+uy8ZfPd20zU+SfoJUYS/1bcStKD0X9D7w7uD7jOBWa7ko/fl1NYESn0yWK6lLV6f+ISU9BYlC1pQQhkFbZ8bu8vIZGoCJS+K010qF8Xb7vrEJ6Sk+EoWtPASykhofSroorVZXeh79SuBouMYvO+W9b3gecKErrDTgxZeQhkJ3VoPub//5lfB7aqw+fvBPF086Sd0RXMlC1pQcmUcNM8BbVbpLEWnEa4AzWB/ToQPll6pC4vth2ELSjtVxkIfP8hWmulDdLk6vb3WFMVelAzu9wuJT3ha0uUMW1BCuQT98dPnG/uVavVLIkmjV41SUxFOlFpXhcF6t643iU2IAlnYwksoY6Dnd/ZI0JFi8eXha4JO0An6yUjQF6CHLg0nR+D2cklau6oU0yMCHbg0nJwHbk/rcp7gOBnTIwIdujSOaRq4PSuZdXHomB4R6NCl4eQ8MIL3ZTd+venJYnpEoAOXhpPzwO2ZwfkmL3Pb0lE9ItCBS2ObeeD2BFrWT2nMakT1iEAHLg0n54ERzNffzYHzXiJ6RKBDl4aTexx1o+uG/2Pfx/GIQIcuDf9HPPZ/xspjMZpH5Is4cGk4OTwi/q8ofXf4ksXziCE0Lg3/5x4Rt8ePnQ55Bo943WePOUWCzrIEnaDPRIK+QuiqsGizeYRCHy3GbOIaoPPlj4Odlxo/Iud6vplUDKGFuDsHA53rSXJa1AF0qblDy5K3x+P8hGIIfaRzaPV4EnODLrPJxTlo+x/AtLazQf98+BVA2y42n1UV01vqJ6DVr7VVoy5vcs+8Dnp+Z48EnSXoBH0mEvSVQf/+8zdBx4h/ljtFSb5DVq0AAAAASUVORK5CYII=)

As of now, this is the way, we use delegates to invoke methods. The question that comes to our mind is

**Do we really need to create the Delegates?**

The answer is no. C# provides some generic delegates who can do the job for us. C# provides three Generic Delegates, they are as follows

1. **Func**
2. **Action**
3. **Predicate**

**What is Func Generic Delegate in C#?**

The **Func Generic Delegate in C#** is present in the **System** namespace. This delegate takes one or more input parameters and returns one out parameter. The last parameter is considered as the return value. The Func Generic Delegate in C# can take up to 16 input parameters of different types. It must have one return type. The return type is mandatory but the input parameter is not.

**Note:** Whenever your delegate returns some value, whether by taking any input parameter or not, you need to use the Func Generic delegate in C#.

**What is Action Generic Delegate in C#?**

The **Action Generic Delegate in C#** is also present in the **System** namespace. It takes one or more input parameters and returns nothing. This delegate can take a maximum of **16 input parameters** of the different or same type

**Note:** Whenever your delegate does not return any value, whether by taking any input parameter or not, then you need to use the Action  Generic delegate in C#.

**What is Predicate Generic Delegate in C#?**

The **Predicate Generic Delegate in C#** is also present in the **System** namespace. This delegate is used to verify certain criteria of the method and returns the output as Boolean, either True or False. It takes one input parameter and always returns a Boolean value which is mandatory. This delegate can take a maximum of **1 input parameter** and always return the value of the Boolean type.

**Note:** Whenever your delegate returns a Boolean value, by taking one input parameter, then you need to use the Predicate Generic delegate in C#.

**Examples to understand Generic Delegates in C#.**

Let’s understand the above three generic delegates in C# with an example. In our first example, we created three methods,

1. The **addnumber1** method takes three parameters and returns a **double** value. Here we will use the **Func Generic Delegate** to achieve the same thing as we achieve in the first example.
2. Similarly, the**addnumber2** method takes three parameters but does not return any value. Here we will use the **Action Generic Delegate** to achieve the same thing as we achieve in the first example.
3. The **checklength** method takes one string parameter and returns a boolean value. Here we will use the **Predicate Generic Delegate** to achieve the same thing as we achieve in the first example.

First, remove the three Delegates that we created.

**The following image shows how to use the Func Generic Delegate in C#.**
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As shown in the above image, the **Func Generic Delegate** takes four parameters, the first three are input parameters and the last one is the return value. To the **Func Generic Delegate** constructor, we pass **the AddNumber1** method which is going to execute when we invoke the Func delegate.

**Let’s see how to use the Action Generic Delegate in C#. Have a look at the below image.**
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As shown in the above image, the **Action Generic Delegate** takes three input parameters. To the **Action Generic Delegate** constructor, we pass the **AddNumber2** method which is going to execute when we invoke the Action delegate.

**Let’s see how to use the Predicate Generic Delegate in C#. Have a look at the below image.**
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As shown in the above image, the **Predicate Generic Delegate** takes one string input parameter. To the **Predicate Generic Delegate** constructor, we pass the **CheckLength** method which is going to execute when we invoke the Predicate Generic delegate. This delegate can take a maximum of 1 input parameter and 0 return values. By default, it returns a Boolean value.

**Below is the complete code.**

**namespace** *GenericDelegateDemo*

**{**

**public** **class** GenericDelegates

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

Func**<int**, **float**, **double**, **double>** obj1 = new Func**<int**, **float**, **double**, **double>(**AddNumber1**)**;

**double** Result = obj1.Invoke**(**100, 125.45f, 456.789**)**;

Console.WriteLine**(**Result**)**;

Action**<int**, **float**, **double>** obj2 = new Action**<int**, **float**, **double>(**AddNumber2**)**;

obj2.Invoke**(**50, 255.45f, 123.456**)**;

Predicate**<**string**>** obj3 = new Predicate**<**string**>(**CheckLength**)**;

**bool** Status = obj3.Invoke**(**"Pranaya"**)**;

Console.WriteLine**(**Status**)**;

Console.ReadKey**()**;

**}**

**public** **static** **double** AddNumber1**(int** no1, **float** no2, **double** no3**)**

**{**

**return** no1+ no2 + no3;

**}**

**public** **static** **void** AddNumber2**(int** no1, **float** no2, **double** no3**)**

**{**

Console.WriteLine**(** no1 + no2 + no3**)**;

**}**

**public** **static** **bool** CheckLength**(**string name**)**

**{**

**if** **(**name.Length **>** 5**)**

**return** **true**;

**return** **false**;

**}**

**}**

**}**

**Output:**

![Generic Delegates in C#](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKgAAABHCAMAAACkh/zRAAAAWlBMVEUYg9f///8AAAAATInAwMCJTAArbKXApWwrAABMicDAwKVsKwDAwIlMAAAAAEyJwMDAiUwAACtspcBMTImlbCsAK2ylwMClwKWJTExMbKVMAEyJbGxsbIkrAEwjnflWAAAC5ElEQVR42u1X2XKkMAxkOcdzsrtO9v7/31zRitxQqpCXlMsk7oegaclWxxhwN82XY6CpQqvQwtE07TFQhVahpQNCu77vB7mOcp1OEgQQCWRQer60LEaAFAOdkIxS15trwRSZHaFB6tBIrvfHLMQso9eDtsy4KGWxBJ0wKeCEZNqv30SNb8GUMTtCOynTATPU8hexZqTTwGL5oakU2IRkUPldWNeCKWN2hIZoyzad8OctoU/PA4ufflyWZqsgTUhGNEfIdy2YelPo/fHzgX0jAqbTiDul41m1ZcKqGKqxSCmwCZnCEKhxLSxFZkeo3hPuFiDIdASZDg9TKpYLJF1vKbAJmYJkqHEtLEVmRyieZixObEMfwds1gQzqWHxflu+XSLKAExrDnetaWIrMjtCo88qY9MSObggYbuZUzLeCBWlCYxBDjWvBlGvqhPL5RYMRI/uFI4yhUBbb8+1fCIkJveL627VIqRuYPaEvNylKA7zkptN6SECoDEUPLE57gYFNuE5h2XwLpsDsC8XXImKjSzDjCgwIhVgxAf89izEa68pAJyRDNb6Fpch8iG/9EVCFVqGlowr95EI3roXOhqD76SSIegWVzzM510JnY6D7QR7fb54hc3km71p4/AHofpDS01MSms8zeddCZ2OgMXoelvrzJanJ55mca6GzMdD9qBH4Iz873aIZPZNzLdw2BnM/ECrrBAV6JM/omZxrobMx0Bh157/qPKk/m2fyroXOZoswY33oh7iPc3gm71roh4itH1J9fIXl8UyCjWuhs6Fnoh/qB7vzXPRcnsm5FnM2yTPR/fCjg5LqmarQKrQKrUKr0HcXOvaK2BaNpnk5ipeOQwrtpn8PPZPMdsTscIYoAFuhonI5R1Joh1NZEUq3QgfEJlSWNvIIvIPsQum3zVT0C44gdGhLwatC1e8WsT1fE4pdqR5k7ItZ0sYLVUcTxxmup5T304G+9e0xUIVWoaWjCq1CS8d/iUCa0DKfrTMAAAAASUVORK5CYII=)

**Let’s see how to use Lambda Expression along with Generic Delegates in C#.**

**namespace** *GenericDelegateDemo*

**{**

**public** **class** GenericDelegates

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

Func**<int**, **float**, **double**, **double>** obj1 = **(**x, y, z**)** =**>**

**{**

**return** x + y + z;

**}**;

**double** Result = obj1.Invoke**(**100, 125.45f, 456.789**)**;

Console.WriteLine**(**Result**)**;

Action**<int**, **float**, **double>** obj2 = **(**x, y, z**)** =**>**

**{**

Console.WriteLine**(**x + y + z**)**;

**}**;

obj2.Invoke**(**50, 255.45f, 123.456**)**;

Predicate**<**string**>** obj3 = new Predicate**<**string**>(**CheckLength**)**;

**bool** Status = obj3.Invoke**(**"Pranaya"**)**;

Console.WriteLine**(**Status**)**;

Console.ReadKey**()**;

**}**

**public** **static** **bool** CheckLength**(**string name**)**

**{**

**if** **(**name.Length **>** 5**)**

**return** **true**;

**return** **false**;

**}**

**}**

**}**

**Output:**

![Generic Delegates OUTPUT in C#](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKoAAABDCAMAAAA74276AAABv1BMVEV1NjY1VY/A2dnSoGwYg9f///91NlaPxd/Z2NjS0aB0NlbY2NjR0aCOxN/X19jQ0KAAAACOxN7X19fQ0J/i4uLe3t7Q0NDh4eLd3d7W1tfPz9Dh4eHc3d3W1tbOz8/c3N3Ozs8ATInAwMCJTAArbKXApWwrAABMicDAwKVsKwDAwIlMAADg4eHb3NzV1tbNzs4AAEyJwMDAiUwAACtspcDf4OHa29zU1dbNzc5MTImlbCsAK2ylwMClwKXe3+DZ2tvT1NXMzc2JTEzd3uDY2dvS09XLzM1MbKXd3t/Y2drS09Tc3t/X2drR09TKzM1MAEzc3d/X2NrR0tTKy83b3d/Q0tTJy83b3d7X2LeDXn2Suczb3N7X17eSuMxdY3FxnqaRuMza297DnoFYXn3Z293V17aCXn2RuMvY2t3U1raQt8uuim6GsbaQt8rX2dzT1dfNz9HGx8rV19vQ09fKzdDDxsmJbGzT1tnP0dXJy8/CxMfQ1NjMz9TGys6/wsdsbIl+g4l8gIZ4fYN0eH6eoaWbnqKWmZ2RlJiqrrGmqq6ipamcn6OytrqusraqrbGkp6u6vsO2ur+xtbmrrrMrAExhelZ3AAADwUlEQVR42u2Y53fTMBTFAwgKZZmyRwGvuIPRpGW5Ze9N2WWUUSh77733Hn8w8lNzn4mO0y85TnSO34f65epJ+kWWHd3mciNGjhKjTYjcmIax4wxBbWwYPyFDrTrqxEmThWVC5BqnNE01BHXa9KYZhqDOnDV7jiGoc+c1zzcFdUHzwgjVdhzHlVdPXv28TAISEFBUaUurhWJKqAkJBoSipLZ2fQo0QUlAXbR4yVIha2QlTSWvHYWiFIpRf+5WpniSFcXU25YKEh6QFauzS/LoU6AJSgLqsuUrVgrLloWqS5F4+RNHXJFzuVwsP6gmJBgQClWukqo+BZqgVEINwtLS+Xn6Mxxqd4/Lxd2rW6PpYgkGhBJRh/QF9CnQVBl1zdp160VHYUOB9o9E8PMe3S81AgrLlCBWTNy0UEgwIBTqQjzaFGiCUhFV3RneNYqHBkRAsemxQrG8EFRbOxIMCIWgiUefgpuUkoC6cdPmLRKVnmxaoNAKHPpeuCJYoTou7oiWcKufR4IBoWAH61OUmqAkoG7bviNCDdXIsheeXk/rRApvahTjDYEEA0KRueLRpkATpkhA3blr9x6Bp1JN4VFfJ9I4oAAVxXjW9ZcDlMBR0bZXmwJN7aRURh26VaGcgl56fj7eKZApSIHtcjF2BBIMGG+ipdOn4CZSklH39e4/INQvSEhbXiZFulK4lEohpgS0AlxMvWltkWBAKODRp0BTXNEjd7D30GFDzgBHjvYdMwT1+Im+kxlqtVH7T/WdNgT1zNkBU1DPnR+8kKFWG/XipcHLpqBeGSBUzd3AASHgkmyZhOpKUkreqv/q4DWhuxs4IARcErXT7zrOmOl4q+s3bt4SurvhoxEFXBKaAj8P1JS81e07d+8J3d3AAaGSDVSPG9W3tIInBW8FVN3dwAEh4JKUWbgfmQy1VdPyVg8ePnosdHeD7YOAS5Kocq2IQR3b0/JWT54+ey50dwMHhIBLslteKJeKb5CSt3r56vUbobubMt+ECIq0RvBN2HUpeKu3795/ELq7Yd/E8b9vUoR4oaXgrT5++vxFUBp3N+yA2Fuxb3Jc3H8sfAre6uu37z+Ayu4GDgjeil0S/xBRSWre6uev338MOQNkqBlqhpqhmhDGoXqOitCq41CoQ8f1+g6DUW3/b0GdVoqlI6hNp4uah44qOaNzJqPacNk1Dh3VpRyonV0hDsk1DR2V/XnJejhRmIHqWvURlVDxv5T6iARU2p3KqXhOnSxrEir5nNAj3+nUx9vKuDOAZUJkqBlqhlr1+AcYlMes28UwKgAAAABJRU5ErkJggg==)

**Points to remember while working with C# Generic Delegates:**

1. Func, Action, and Predicate are generic inbuilt delegates that are present in the System namespace which is introduced in C# 3.
2. All these three delegates can be used with the method, [**anonymous method**](https://dotnettutorials.net/lesson/anonymous-method-c-sharp/), and l[**ambda expressions**](https://dotnettutorials.net/lesson/lambda-expression-csharp/).
3. The Func delegates can contain a maximum of 16 input parameters and must have one return type.
4. Action delegate can contain a maximum of 16 input parameters and does not have any return type.
5. The Predicate delegate should satisfy some criteria of a method and must have one input parameter and one Boolean return type either true or false which is by default. This means we should not have to pass that to the Predicate